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## Recursion Continued



- Familiar recursive functions $\checkmark$
- Some important recursive functions $\checkmark$
- Proving closed form solutions using induction $\checkmark$
- Defining objects and sequences using recursion
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- A simple recursively defined set.
- Part 1 of the proof uses induction on $n$.
- Part 2 of the proof uses structural definition of the set.
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For instance, does the claim go through if Basis Step was $2 \in S$ instead of $1 \in S$ ?

Ex:
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Ex: Define length of a linked list recursively.
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Clearly an empty tree is not a full binary tree.
Ex:

- Is there any other tree that is a binary tree but not a full binary tree?

Write down your answer. If yes, construct an example tree, if no, attempt a proof.

## Height of a full binary tree

Basis Step: If $T$ consists of a single root node, then $h(T)=0$.
Recursive Step: If $T=T_{1} \cdot T_{2}$ is a full binary tree where $T_{1}$ and $T_{2}$ are themselves full binary trees then, $h(T)=1+\max \left\{h\left(T_{1}\right), h\left(T_{2}\right)\right\}$.
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- Write a similar definition for number of nodes $n(T)$ for a full binary tree.
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Claim:The number of nodes $n(T)$ for a full binary tree is $\leq 2^{h(T)}$
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Claim:The number of nodes $n(T)$ for a full binary tree is $\leq 2^{h(T)}$
false claim!
Basis step: For a full binary tree $T$ with a single root node, $h(T)=0$. $2^{0}=1$ is the number of nodes in $T$. Hence base case is true.

Recursive step: Assume $T=T_{1} \cdot T_{2}$ where $T_{1}$ and $T_{2}$ are full binary trees.

$$
\begin{array}{rlr}
n(T) & =1+n\left(T_{1}\right)+n\left(T_{2}\right) & \text { this answers last Ex: on prev. slide partly } \\
& \leq 1+2^{h\left(T_{1}\right)}+2^{h\left(T_{2}\right)} & \text { by inductive hypothesis } \\
& \leq 1+2 \cdot \max \left\{2^{h\left(T_{1}\right)}, 2^{h\left(T_{2}\right)}\right\} & x+y \leq 2 \cdot \max \{x, y\} \\
& =1+2 \cdot 2^{\max \left\{h\left(T_{1}\right)+h\left(T_{2}\right)\right\}}=1+2^{1+\max \left\{h\left(T_{1}\right)+h\left(T_{2}\right)\right\}} \\
& =1+2^{h(T)} &
\end{array}
$$

Hence proved!
But wait! Are we done? Is it the claim that we wanted to prove?
In fact the claim is incorrect! Find simple counter examples
Correct Claim:The number of nodes $n(T)$ for a full binary tree is $\leq 2^{h(T)+1}-1$
Complete the proof of the correct claim - see Theorem 2, Section 5.3 [KR]
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## Recursive Sequences

We have already seen the fibonacci sequence in the last class.
Consider the following recursive sequence
$r_{0}, r_{1}, r_{2}, \ldots$,
Basis Step: $\quad r_{0}=-1 \quad r_{1}=-14$
Recursive Step: $\quad r_{n}=7 r_{n-1}-10 r_{n-2} \quad n \geq 2$

Ex:

- Find $r_{2}, r_{3}$.
- We would like a closed form expression for $r_{n}$.

Since the closed form is non-trivial, we provide some hints and ask you guess parts of it.

Guess the values of $c_{1}$ and $f(n)$ to get a closed form for $r_{n}$ :

$$
r_{n}=c_{1} \cdot 2^{n}-4 \cdot 5^{f(n)}
$$

- Does your guess work for all of $r_{0}, r_{1}, r_{2}, r_{3}$ ?
- The answer is $c_{1}=3$ and $f(n)=n$. Now prove that these values are indeed correct by using induction on $n$.


## Summary

- Recursive Sets and proofs using induction and structure of the set.
- Recursively defined objects, specifically trees and their properties.
- Recursive sequences.
- left as reading exercise: Recursion and strings.
- Reference: Section 5.3 [KT].

